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Abstract. In the last years there has been a growing interest in agile methods 
and their integration into the so called “unified” approaches. In the field of Web 
Engineering, agile approaches such as test-driven development are appealing 
because of the very nature of Web applications, while model-driven approaches 
provide a less error-prone code derivation; however the integration of both 
approaches is not easy. In this paper, we present a method-independent 
approach to combine the agile, iterative and incremental style of test-driven 
development with the more formal, transformation-based model-driven Web 
engineering approaches. We focus not only in the development process but also 
in the evolution of the application, and show how tests can be transformed 
together with model refactoring. As a proof of concept we show an illustrative 
example using WebRatio, the WebML design tool.  

1   Introduction 

Agile methods [7, 16] are particularly appealing for Web applications, given their 
short development and life-cycle times, the need of small multidisciplinary 
development teams, fast evolution, etc. In these methods applications are built 
incrementally, usually with intense feedback of different stakeholders to validate 
running prototypes. 

Unfortunately most solid Model-Driven Web Engineering (MDWE) approaches, 
even claiming to favor incremental and iterative development, use a more formal1 and 
waterfall style of development. Web engineering methods like UWE [14], WebML 
[6], OOWS [18], OO-H [9] or OOHDM [22] define a set of abstract models such as 
content (called also data or application), navigation and presentation model, which 
allow the generation of running applications by automatic (error free) model 
transformations. This approach is attractive because it raises the abstraction level of 
the construction process, allowing developers to focus on conceptual models instead 
of code. The growing availability of techniques and tools in the universe of model-
driven development (e.g. transformation tools) adds synergy to the approach.  

                                                           
1 While Agile approaches might be also “formal” (see [7]), more popular ones tend to encourage 

a handcrafted style. 
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Many agile methods seem to follow a different direction. For example Test-Driven 
Development (TDD) uses small cycles to add behavior to the application [3]. The 
cycle starts with a set of requirements expressed with use cases [11] or user stories 
[13] that describe the application’s expected behavior informally. The developer 
abstracts concepts and behavior, and writes a set of meaningful test cases which will 
fail on their first run, prior to the implementation. Then, he writes the necessary code 
to make the tests pass and run them again, until the whole test suite passes. The 
process is iterative and continues by adding new requirements, creating new tests and 
running them to check that they fail, then writing code to make them pass, and so on. 
In these cycles the developer might have to refactor [8] the code when necessary. 

This strategy gives a good starting point for the development process, because 
developers specify the programs expected behavior first, making assertions about the 
return values right before the development itself begins. The process follows the idea 
of “Test first, by intention” [13], which is based on two key principles: 

• Specify program's behavior (test first), and write code only when you have a test 
that doesn't work. 

• Write your code without thinking about how to do a thing, instead think about what 
you have to do (intention). 

Moreover, when using a static typed language like Java, the tests code may not 
even compile, as the involved classes and methods still don't exist. Thus, writing the 
tests first, guides us to create the classes and methods of the domain model. TDD 
allows better communication among different stakeholders, as short cycles favor the 
permanent evaluation of requirements and their realization in incremental prototypes. 
TDD is also claimed to reduce the number of problems found on the implementation 
stage [21] and therefore its use is growing fast in industrial settings [15]. 

In the Web Engineering area, efforts to integrate agile and model-driven 
development styles are just beginning [2], and most methods lack clear heuristics of 
how to improve the development life-cycle with the incorporation of these new ideas. 

In this paper we present a novel, method-independent approach, to bridge the gap 
between TDD and MDWE approaches. The overall process has the same structure as  
TDD, but instead of writing code, we generate it from the well-known content, 
navigational and presentation models using a MDWE tool. We also create automated 
tests (that can be run without manual interaction) and deal with Web refactoring 
interventions [17]. These navigational and presentation tests allow us to manage 
evolution in a TDD fashion. Also, like in traditional TDD, we specify the 
application’s behavior prior to its development in terms of tests, and use them to 
specify the application models, as they express (and validate) the expected 
functionality. We also relax some of the assumptions in TDD (based on its inherent 
bottom-up approach), as they are not appropriated for highly interactive applications. 
We illustrate our approach showing how to use these ideas in the context of the 
WebML methodology, using the WebRatio [24] tool. 

The main contributions of the paper are the following: 

• We present a novel TDD-like process to improve Model-Driven Web Engineering. 
• We propose the use of black box interaction tests as essential elements for 

validating the application’s navigational and interface behavior. 
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• We present an approach for dealing with navigation and interface test evolution 
during the refactoring process. 

It should be noticed that our focus is in the development process and not in the 
tests themselves. Rather, we see tests as tools for driving the web application’s 
construction and evolution. 

The structure of the paper is the follows: In Section 2 we review some related 
work; In Section 3 we present our approach, and using a case study we explain how 
we map requirements into test models, and how the cycle proceeds after generating 
the application. We end the technical description of our approach by discussing, in 
Section 4 and 5, refactoring issues, both in the application and in the test models. 
Finally, we conclude and present some further work we are pursuing. 

2   Related Work and Discussion 

The advantages of using agile approaches in Web application development processes 
have been early pointed out in [16]. The authors not only argue in favor of agile 
approaches, but also propose a specific one (AWE) that, being independent of the 
underlying Web engineering method, could in theory be used with any of them. 
However, AWE is “just” a process; it does not indicate how software artifacts are 
obtained or how the process is supposed to be integrated in a model-driven 
development style.  

Most Web Engineering methods such as WebML, UWE, OOHDM, OOWS or OO-
H, have already claimed to use incremental and iterative styles, though support for 
specific agile approaches has not been reported yet in the literature. 

In the broader field of software engineering, agile approaches have flourished, 
though most of them are presented as being centered in coding, much more than in the 
modeling and design activities. An interesting and controversial point of view in this 
debate can be found in [19], in which the author proposes to use an extreme “non-
programming” approach, by only using models as development artifacts. In this arena, 
Test-Driven Development has been presented as one of the realizations of Extreme 
Programming [13], where tests are developed previously to code. In a recent paper 
[12] however, the authors clearly indicate that TDD is also appropriated as a design 
technique, and show examples in which TDD is used beyond “extreme” approaches. 

The interest of using TDD in interactive applications is relatively new, given that 
the artifacts elicited from tests are usually “far” from the interface realm, and also 
because unit testing [4], which focuses on individual classes, is unsuitable for 
complex GUIs. In [1], the authors present a technique for organizing both the code 
and the development activities to produce fully tested GUI applications from 
customer stories. Similarly, [20] proposes to use TDD as an approach to develop Web 
applications, focusing on the development of the different parts of the MVC triad, 
again emphasizing coding more than modeling. 

 Also, in relation to our approach, as TDD makes a heavy use of requirements 
models, it is important to say that most Web engineering approaches have either 
automatic ways or explicit heuristics to derive content and navigation models from 
requirements documents; particularly, in OOWS [18], the conceptual model can be 
generated from requirements using model-to-model transformations; earlier in [5], the 
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authors have presented an attractive way to map use cases into navigation models in 
the context of OO-H and UWE, giving much more relevance to the requirement 
documents. The concept of Navigation Semantic Unit in [5] has inspired our idea of 
Navigation Unit Testing (see Section 3). 

In a different direction, though still related with our ideas, [10] show how to 
systematically generate test cases from requirements, particularly from use cases.  
These proposals however deal with tests as usual in non-agile processes, therefore 
running them against a “final” application, instead of profiting from them during the 
whole development process. 

3   An Overview of Our Approach 

In the TDD approach, new functionality is specified in terms of automated tests 
derived from individual requirements, and then the code to make them pass is written. 
A further step involves refactoring this code by removing duplication, for example. 
Obviously TDD does not deny the need to perform a thorough testing process of the 
final application; the tests in TDD are a perfect start to assess how the application 
fulfills the client’s requirements beyond its correctness.  

Our approach follows the same structure, but given the nature of Web applications 
instead of focusing on unit testing, we emphasize the use of navigation and interaction 
level tests, which we first run against user interface (UI) mockups using a black box 
approach. We then replace the coding by a modeling step, generating the code using a 
MDWE tool. We also add an intermediate step to adapt the tests, in order to trim the 
differences between the mockups and the generated application prototype.  

Even though we face application generation using MDWE tools, this stage of our 
process differs slightly from the conventional model-driven approach, as we work at a 
very fine granularity level: in the extreme case, we build models for one requirement 
at a time, generating tested and running prototypes incrementally, leading each 
requirement through a lightweight version of a full MDWE step. In this way, we 
come closer to the TDD short-cycle style, while still profiting from the advantages of 
working with models. 

Briefly explained, our approach mixes TDD and MDWE techniques to make Web 
development more agile. We first gather user requirements with use cases [11], User 
Interaction Diagrams (UIDs) [22] and presentation mockups [25]. Then, we choose a 
use case and derive an interaction test against the related presentation mockup, with 
which we specify the navigation and UI interaction prior to the development. We next 
get a running prototype of the application by creating models and generating code in a 
short MDWE cycle, and check its correctness using the test. Should these tests fail, 
we would go back to tweak the models, regenerate the application and run them back 
again, repeating the process until they pass. As in TDD, the complete method is 
repeated with all use cases, until a full-featured prototype is reached. Fig. 1 shows a 
simplified view of our approach, confronting it with the “traditional” TDD.  

While the application evolves, tests will also help to check that functionality is 
preserved after applying navigation and presentation refactorings (i.e. usability 
improvements that don’t alter the application behavior [17]).  
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Fig. 1. TDD life cycle comparison 

In the following subsections we illustrate the approach with the development of 
TDDStore, a simplified online bookstore, similar to Barnes&Noble. As we use 
WebML and WebRatio, which support data-intensive applications, we focus mainly 
on navigation and UI tests, also contemplating some business operations.  

3.1   Capturing Requirements with Mockups and UIDs 

Similarly to a MDWE approach, we begin gathering and modeling the set of 
requirements. Particularly, we propose employing use cases, UIDs and mockups. 
With these artifacts, the analyst can easily specify UI, navigation and business 
requirements that the application must satisfy. For each use case, we specify the 
corresponding UID that serves as a partial, high-level navigation model, and provides 
abstract information about interface features. As an example of an interaction 
diagram, we show in Fig. 2 the UID corresponding to the case when the user is 
presented with a list of books, indicated with “…” in state 1, containing some 
information about each book (¨title, author…”) , and selects a book from the list 
(transition marked with 1) to see the full book details (state 2).  
 

 

Fig. 2. UID for simple navigation 

Using UI mockups, we agree with the client on broad aspects of the application 
look and feel, prior to the development. This is a very convenient way for interacting 
with stakeholders and gathering quick feedback from them. There are two additional 
reasons to use UI mockups: we will perform UI and navigational tests against them, 
and they will become the application’s final look and feel. 

In Fig. 3.a we show an initial and simplified mockup of our application’s main page, 
where all books are listed. Fig. 3.b shows a mockup for the book details page. In the  
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                                   (a)                            (b)  

Fig. 3. a) Books list mockup; b) Book details mockup 

next sub-section we show how to specify a test against this mockup to verify the UID 
in Fig. 2. To make the example realistic, we also included some other features in the 
mockup, though they will be tested in further iterations, when being involved in a use 
case and UID. 

3.2    Writing Tests  

Mockups and UIDs help to understand the expected behavior of the application. UIDs 
refine use cases to show how the user interacts with the application, and mockups 
complement UIDs to give a sample of the application look and feel. However, these 
useful tools fall short to provide by themselves an artifact capable of being run to 
validate the application’s expected behavior. By incorporating interaction tests, we 
provide a better way to validate the application.  

Following the process we create a test for the mentioned use case, using as a basis 
the UID in Fig. 2 and the mockup in Fig. 3. For the sake of clarity and concreteness 
instead of an abstract test specification, we tie our description to a standard test tool 
like Selenium [23], to specify the interactions between the user and the application 
(other similar tools can be used for this task). These tests rely on the DOM structure 
of the tested document, so they are agnostic of the process by which the application 
has been generated, as well as the applied styles. The following test validates that the 
UI shows the book list and the navigation between the book list and the book’s detail: 

 
public class BookListTestCase extends SeleneseTestCase { 
   public void testBookListToProdDetailNav() throws Exception { 
(1) sel.open("file:///dev/bookstore/Mockups/books-list.html"); 
(2) assertEquals("all books", sel.getText("//div[@id='tb']/p[1]")); 
(3) sel.click("link=The Digital Photography Book"); 
(4) sel.waitForPageToLoad("30000"); 
(5) sel.assertLocation("/bookDetail*"); 
(6) assertEquals("The Di...”, sel.getText("//div[@id='prod']/h2")); 
(7) assertEquals("The ...", sel.getText("//div[@id='p-d']/p[1]")); 
(8) assertEquals("+ Add to...", sel.getText("//div[@id='p-d']/a")); 
   } 
} 
 
The test begins by opening the page (the mockup file) (1) and asserting that a 

specific element has some content (2); in this way we can assert that we are in the 
book list page. Then we specify to click on a specific link (3) and wait until the page 



142 E. Robles Luna, J. Grigera, and G. Rossi 

is loaded (4) and validate our location (5) thus validating our navigation. Then, we 
assert that several html elements contain the specific text (6-8) which validates that 
the UI has changed. When we try to run the test using the Selenium runner it fails 
because we have not yet developed the running application. This scenario is the same 
as in TDD where the test is expected to fail after it has been written.  

These tests are similar to traditional unit tests but performed on small “navigation 
units” arising from a single use case, so we call them navigation unit tests. 

This kind of tests simulate user interactions (click on a link, fill a text box, etc.) 
and add assertions about the elements of the page. Navigation unit tests are 
independent of the MDWE tool used because they run using a web browser. We 
found this type of tests suitable for testing most of the business, navigation and UI 
logic as perceived by the user. However, in complex Web applications there are many 
scenarios in which unit and integration tests [4] (the usual TDD type of tests) should 
be used. One example is the integration between Web applications using Web 
services. Another one are application’s behaviors performed “in the shadows” (e.g. 
support for the shipping process in an e-store). In both cases, interaction tests are not 
useful because the user might not be interacting with the application. We don’t 
include these examples as illustrations as they are not novel in TDD. For these tests 
our approach remains unchanged: specify a test (e.g. a unit test), check that it fails, 
specify the corresponding models (e.g. using WebML units, UWE classes, etc.), 
generate the application, etc. 

At this point, we can start using our design artifacts (mockups and UIDs) to derive 
the application, navigation and presentation models. 

3.3   Deriving Design Models 

Once requirements have been (at least partially) gathered, and the tests specified for a 
particular use case, the next step is to generate a running application. As mentioned 
before, here is where we differ from a pure TDD approach, as we chose to use a 
MDWE tool, instead of writing code. Throughout the development of our proofs of 
concept we have used the WebML’s MDD tool, WebRatio [24]. We will concentrate 
on the navigational (hypertext) model for several reasons; first, it is the distinctive 
model in Web applications; besides we want to emphasize the differences between 
typical TDD and TDD in Web applications and show how navigation unit tests work. 
Additionally, as said before, WebRatio’s (and WebML) content model is a data and 
not an object-oriented model, thus some of the typical issues in TDD (originally 
devised to work with classes and methods) do not apply exactly as they were 
conceived, as we discuss below. 

A first data model is derived using the UIDs as a starting point, identifying the 
entities needed to satisfy the specified interactions, e.g. by using the heuristics 
described in [22]. As Web Ratio supports the specification of ER models at this stage 
of the development, the application behavior will be specified later, in the so-called 
logic model. Following with our example, we need to build an application capable of 
listing books, and exhibiting links to their corresponding details pages, so the book 
and author entities come out immediately from the UID in Fig. 2. Then, we map the 
navigation sequence in the UID to a WebML hypertext diagram, as shown in Fig. 4.  
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Fig. 4. WebML diagram for the UID 

WebRatio is now ready to generate the application. Once we have a running 
prototype, we can adapt the tests (this process is detailed in section 3.4) and run them 
to check if the models (and therefore the application) conform with the requirements. 

Finally, we need to adjust the application’s presentation. WebML does not define a 
presentation model; instead presentation is considered like a document transformation 
from a WebML specification of a page into a specific language page like JSP or 
ASP.NET. In another methodology, the mockups and UIDs would be used to also 
specify the presentation model. Since we already had developed mockups for our 
current UID, this part of the process is straightforward: we only need to slice up the 
mockup, and input it as an XHTML template into WebRatio. We can run the tests 
again to ensure no interaction is corrupted while the template is being modified. 

3.4   Test Adaptation 

After building the models, we need to make sure the implementation generated from 
them is valid according to the requirements specification. In particular, we want to 
confirm that business, navigation and UI behavior are correct with respect to the tests 
defined in section 3.2. However, if we try to run the tests as they are written, they will 
fail because they still reference mockups files, and although the layout may be the 
same, the location in terms of an XPath expression [26] may have changed. 

On one hand, the generation may have renamed the URLs of each page. For 
instance, if we chose to transform templates into JSP pages, URLs change their names 
to end with “.jsp”. We can prevent this scenario by defining the name of the mockups 
upfront, according to the technology. Another problem may arise if we use 
components that generate HTML code in a different way than what we had expected. 
We face this problem, for example, when we display a collection of objects using 
WebRatio`s Table component. This could be also prevented by using a customized 
template, in which we manually iterate over the collection of objects. 

Although both scenarios could be prevented, we should consider the case in which 
they are not. In that situation we must adapt the test to the current implementation. 
Fortunately, the adaptation of tests is easy to perform manually, and its mechanics can 
be automated in a straightforward way. As an example, we show how to adapt the test 
of section 3.2 to be compliant to the current implementation.  

 
 
public class BookListTestCase extends SeleneseTestCase { 
   public void testBookListToProdDetailNav() throws Exception { 
(1) sel.open("http://127.0.0.1:8180/TDDStore/page1.do"); 
(2) assertEquals("all…", sel.getText("//div[@id='page1FB']/p[1]")); 
(3) sel.click("link=The Digital Photography Book"); 
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(4) sel.waitForPageToLoad("30000"); 
(5) sel.assertLocation("/page2*"); 
(6) assertEquals("The ...", sel.getText("//div[@id='p2FB']/h2")); 
(7) assertEquals("The D...", sel.getText("//div[@id='p2FB']/p[1]")); 
(8) assertEquals("+ Add to...", sel.getText("//div[@id='p2FB']/a")); 
   } 
} 
 

In the above test we first changed the URL to start the test by just finding the right 
URL and changing it (1, 5). Then, as the layout of the list of products has changed 
due to the derivation process of WebRatio, the XPath expressions we had used are no 
longer valid as WebRatio has included a different DOM structure. This can be 
changed for example by accessing the url with a tool such as the XPather plugin [27]. 
Just right click over the item, shown in XPather and then copy the XPath expression 
to the test (2, 6-8). Next we can re-run the test, and verify it succeeds. 

3.5   Towards a New Iteration 

Having our iteration complete (i.e. all tests run correctly), we are ready to add new 
functionality to the application. We will incorporate the possibility of adding a book 
to a shopping cart, so we go through the same steps of the first example: 

1. Model the new requirements, with use cases and UIDs. 
2. Create a new mockup if necessary, or extend a previous one.  
3. Write a new navigation unit test for the added functionality and run it against the 

corresponding mockup. 
4. Upgrade the model and generate the application, implementing the new 

functionality to make the tests pass.  
5. Adapt the new test, as previously shown in section 3.4 
6. Run the new test and check that the new functionality has been correctly added. If 

the test fails, then go back to step 3 until it passes. 

In order to introduce the new add-to-cart functionality we need to illustrate the 
interaction with a new UID (1) that slightly extends the one in Fig. 2 with a new 
navigational transition with the product being added to the cart. We need to expand 
the book details mockup by adding an "add to cart" link (2). Then we write the test in 
the same way as we did previously on section 3.2.  

 
public class BookListTestCase extends SeleneseTestCase {  
   public void testAddBookToShoppingCart() throws Exception { 
(1) sel.open("file:///dev/bookstore/Mockups/books-list.html"); 
(2) assertEquals("The D...", sel.getText("//div[@id='p-i']/h4/a")); 
(3) sel.click("//div[@id='product-info']/a"); 
(4) sel.waitForPageToLoad("30000");   
(5) assertEquals("The Dig...", sel.getText("/ul[@id='s-p']/li[1]")); 
(6) sel.assertLocation("/cart*"); 
   } 
} 

 
The test above opens the book list (1) and asserts the name of the product. Then 

clicks on the “add to cart” link of the product (3) and waits for the page to load (4). It 
asserts that the selected book has been added to the cart by asserting that the book's 
title is present in the shopping cart page (5) and that navigation has succeeded (6). 
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As we show in Fig. 5, an extended WebML hypertext diagram including the 
AddToCart operation is derived from the new UID. 
 

 

Fig. 5. Upgraded WebML diagram 

We regenerate the application and run the whole test suite against the derived 
application. Notice that the test suite will be composed of the previously adapted test, 
and the new one after the corresponding adaptation. 

4   Dealing with Application Evolution  

Web applications tend to evolve constantly and in short periods of time; the evolution 
is driven mainly by two reasons: 

• New requirements: Generally, new requirements arise because of clients or users’ 
requests to enhance the application’s functionality. For example, the book store’s 
owner may want to categorize books, which would require defining new model 
elements (entities, page types, links, etc). 

• Web refactorings: We might want to improve the application’s usability, by either 
modifying the interface or the navigation facilities. This kind of model changes, 
usually driven by non-functional requirements (usability, accessibility, etc), have 
been called elsewhere Web model refactorings [17]. Web refactorings may 
eventually occur in a TDD cycle, for example if the developer notices an 
opportunity to improve the user experience. 

Next, we analyze both cases and show how we deal with them during the test-
driven development process. 

4.1   New Requirements 

After the application has been deployed (or even during its development), the client 
may want to add new functionality, such as organizing books in categories.  New 
requirements have to be described using the artifacts we have previously mentioned 
(UIDs, mockups) and following the process we have summarized in Section 3.5: 

1. Add the label that shows the category name of the book, to the mockup of books 
list and books’ details. 

2. Add the assertions to the adapted tests of the books list and books’ details pages, 
with the XPath expression obtained from the mockups. 

3. Run the tests and ensure they fail. 
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4. Enhance the domain, navigation and the UI models (entities, units and templates in 
WebRatio) to show the category. 

5. Generate the application. 
6. Run the tests (adapt them if necessary). If they fail go back to step 4. 

After finishing this cycle, we will have a new requirement added to the application 
and a new test that validates the UI of the book list and book detail pages. Obviously, 
we might want to navigate through categories but the process remains similar just by 
adding some new use cases and UIDs before 2 and building the corresponding tests. 

4.2   Web Refactorings 

Web refactorings seek to improve application’s usability with small model changes. A 
catalog of such refactorings has been presented in [17]. In order to illustrate the 
process we selected a fairly simple one, Turn Information into Link, which consists in 
converting a text string into a link leading to a page with information about the object 
represented by the text. In our case, we will enhance the authors’ names on the book 
details page and transform them into links, leading to a list of their books . Once 
again, we will follow the steps of our approach as follows: 

1. Refactor the book details mockup to show a link where each author name appears, 
as shown in Fig. 6. 

 

Fig. 6. Refactored book details mockup 

2. Transform the UI test of the book detail page (3) by changing the XPath 
expression. Previously it was an h2 element, but now it is a link, so we have to 
change it to an a element. Also, add a test to validate the navigation from the book 
detail to the author page (8-13).  
 
public class BookDetailTestCase extends SeleneseTestCase { 
   public void testBookDetailUI() throws Exception { 
(1) sel.open("http://127.0.0.1:8180/TDDStore/page2.do?oid=2"); 
(2) assertEquals("The ...", sel.getText("//div[@id='p2FB']/h2[1]")); 
(3) assertEquals("Sc...", sel.getText("//div[@id='prod-d']/a")); 
(4) assertEquals("Book R...", sel.getText("//div[@id='p2FB2']/h3")); 
(5) assertEquals("The ...", sel.getText("//div[@id='p2FB2']/p[1]")); 
(6) assertEquals("$19.99", sel.getText("//div[@id='p2FB2']/p[2]")); 
(7) assertEquals("+ Add t...", sel.getText("//div[@id='p2FB2']/a")); 
   } 
   public void testBookDetailNavigationToAuthor() throws Exception { 
(8) sel.open("file:///dev/bookstore/Mockups/books-detail.html "); 
(9)  assertEquals("Scott Kelby", sel.getText("//div[@id='p-d']/a")); 
(10) sel.click("//div[@id='p-d']/a"); 
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(11) sel.waitForPageToLoad("30000"); 
(12) assertEquals("Books f...",  sel.getText("//div[@id='p-l']/h2")); 
(13) sel.assertLocation("/byAuthor*"); 
   } 
} 
 

3. Run the tests and ensure they fail. 
4. Modify the corresponding WebML hypertext model and the corresponding 

presentation 
5. Derive the application. 
6. Run the tests (adapt them if necessary). If they fail go to step 4.  

At the end of this cycle we have a complete refactoring applied over the applica-
tion and tests transformed and added to the test suite. We next show how we can 
automate this kind of tests transformations. 

5   Towards Automated Test Evolution 

During the development cycle, “old” tests should always succeed (except that some 
already processed requirement has changed dramatically). However, Web refactorings 
pose a new challenge for the developer: even not being originated by new 
requirements, they can make navigation tests fail, as they might (slightly) change the 
navigational and/or interface structure of the application. In other words, and as 
shown in 4.2, tests must be adapted to be useful after a refactoring, i.e. to correctly 
assess if it was safely performed. Fortunately, refactorings can be catalogued, 
because, as well as design patterns, they record and convey good design practices. 
Therefore, it is feasible to automate the process of test transformation. This 
refactoring-driven transformation of tests must be performed after the mockup and 
UIDs have been modified to show the new expected behavior. To transform a test we 
need to follow these steps: 

1. Select the test transformation associated with the refactoring of the catalogue to be 
applied. 

2. Configure the test transformation with UID's, mockups, location of tests and 
specific parameters of the transformation (e.g. a specific element’s location). 

3. Apply the test transformation. 

There are many strategies to transform tests; we next explain one of them, as it 
comprises defining a model for tests, which can be useful for other further tasks, such 
as linking tests’ components to design model elements, for example to improve 
traceability. To achieve automatic tests transformation, we first need to abstract the 
concepts involved in a Web test. A Web test is a sequence of interactions and 
assertions that aim to validate the application’s behavior. An interaction allows the 
user to interact with the application. For example: click a link, click a button, type a 
text on an input field, check a checkbox, etc. Assertions allow ensuring that a 
predicate is valid in the current context. There are many possible assertions over a 
Web page such as assertTitle, assertTextPresent, etc. A Web test could be then 
abstracted using the simplified model shown in Fig. 7. 
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Fig. 7. Web Test Model 

Individual tests can be abstracted, from their source code to an instance of the 
model, in a straightforward way by using a parser. When tests are mapped onto a set 
of objects, they can be easily manipulated. For instance, adding a title assertion to a 
test is as simple as creating a new instance of the AssertTitle class and adding it to the 
WebTest instance. Web test transformations are then designed and coded with 
objects, and thus the algorithm that performs the transformation can be coded and 
encapsulated in a class. Once the test transformation has been applied, we translate 
objects back into the test text using a pretty printing algorithm. We omit here the 
explanation of the parsing and pretty printing phases, as they are outside the scope of 
the paper. As an example we show the algorithm of the Turn Information Into link 
[17] test transformation that can be summarized in the following steps: 

1. Request the location of the test. 
2. Request the location of the text. 
3. Change the location of the AssertText instance of the text. If no assertion is pointed 

by the user, create a new instance of the AssertText class. 
4. Create a new WebTest instance. Create an OpenUrl instance (pointing to the 

mockup) and clone the AssertText instance of 3. Add both instances to the 
WebTest.  

5. Create a Click and Wait instances pointing to the location of the new link and add 
it to the WebTest instance. 

6. Request the expected location and a text that identifies the new location. 
7. Create an AssertText and AssertLocation instances with the corresponding 

requested values. 

The result of applying the algorithm looks similar to the result shown in 
section 4.2, but instead of testBookDetailNavigationToAuthor, the new test is 
called testNavigationTextToLink1. Using this approach we can automate the 
process of Web test transformation based on the catalogue of refactorings we 
want to apply.  
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6   Concluding Remarks and Further Work 

We have presented a novel approach to integrate test-driven development into model-
driven web engineering methods. Our approach can be used with any of the existing 
methods, though to illustrate its feasibility we have used WebML and WebRatio as a 
proof of concept. We have briefly explained the main steps of our approach and 
showed some advanced aspects, such as tests transformations during the Web 
refactoring stage. We have also shown that most activities related to tests evolution 
can (and indeed should) be automated. To our knowledge, our proposal is the first to 
bridge the gap between model-driven approaches and test-driven development, and 
particularly in the Web engineering field. We retain the agile style of TDD that 
focuses on short cycles, each one aimed at implementing a single requirement, to 
validate the generated prototype. However, we work at a higher level of abstraction 
(i.e. with models) leaving code generation to the support tool. 

While TDD is usually, due to its strong relationship with coding, a handcrafted and 
therefore error-prone activity, integration with model-driven approaches opens an 
interesting space for improvement. We are now working on several directions: first 
we are making field experiences to measure the impact of the integration on 
development costs and quality aspects. While both TDD and model-driven 
development improve software construction, we believe that our approach tends to 
synergize the benefits more than just summing them up. From a more technical point 
of view we are working in the integration of tools for TDD in different MDWE tools. 
These tools include: Selenium and XPather for developing test cases, and Selenium 
RC to make a one click away the generation and running of the whole test suite 
(currently done manually). We are also planning to use an object-oriented approach 
(like UWE), together with its associated tool to research deeper in the relationships 
between typical unit testing in TDD (focused on object behaviors) and our navigation 
unit testing, which focuses more on navigation and user interactions. Automatic 
generation of tests from UIDs by using transformations or strategies like the one 
described in [10], and improving traceability between tests and models are also 
important items in our research agenda.  
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