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Web designers usually ignore how to model real user expectations and goals, mainly due
to the large and heterogeneous audience of the Web. This fact leads to websites which are
difficult to comprehend by visitors and complex to maintain by designers; these problems
could be ameliorated if users are able to evaluate the application under development

providing their feedback. To this aim, in this paper we present an approach for using the
i* framework for modeling users’ goals with mockups and WebSpec diagrams for detailing
the specification of Web requirements, in such a way that the process of evaluating i*

models for Web applications can be automated thus improving users’ feedback during
the development process. Also, as part of our development approach, we derive the
domain and navigational models by defining a set of automatic transformations to a
specific Web modeling method. Finally, we illustrate our approach with a case study to

show its applicability and describe a prototype tool that supports the process.
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1 Introduction

In the last decade, the number and complexity of websites and the amount of information

they offer is rapidly growing. In this context, introduction of Web design methods and

methodologies [1, 2, 3, 4, 5] have provided mechanisms to develop complex Web applications

in a systematic way. To better accommodate the individual user, personalization of websites

has been also introduced and studied [6, 7, 8, 9].

However, traditionally, methodologies for Web engineering have not taken into serious

consideration the requirement analysis phase. Actually, one of the main characteristics of

Web applications is that they typically serve a large and heterogeneous audience in which i)

everybody can access to the website and ii) each user has different needs, goals and preferences.

Importantly, this scenario hinders Web designers from considering users and current efforts

for requirement analysis in Web engineering are rather focused on the system. Therefore, the

302



E. R. Luna, I. Garrigós, J.-N. Mazón, J. Trujillo, and G. Rossi 303

needs of the users are figured out by the designer and their user browsing experience may

not be successful. Consequently, there may appear development and maintenance problems

for designers, since costly, time-consuming and rather non-realistic mechanisms (e.g. surveys

among visitors) should be developed to improve the already implemented website a posteriori,

thus increasing the initial project budget.

To solve these drawbacks, in this paper, our aim is to model which are the expectations,

intentions and goals of the users when they are browsing the site, and determining how

they can affect the definition of a suitable Web design. Moreover, as Web applications have

a strong emphasis in interaction, UI (User Interface) and navigation aspects, requirements

related to these aspects should be also captured. The main benefit of our point of view is

that the designer will be able to make decisions from the very beginning of the development

phase. These decisions could affect the structure of the envisioned website in order to satisfy

needs, goals, interests and preferences of each user or user type. Our work is inspired by agile

software development [10] that states that the continuous evaluation of the application under

development helps to gather feedback from users during development thus ameliorating some

maintenance time-consuming tasks.

To this aim, we propose to use the i* modeling framework [11, 12] for modeling require-

ments from the expectations and goals that users have (Fig. 1). The i* framework is one of

the most valuable approaches for analyzing stakeholders’ goals and how the intended system

would meet them. This framework is also very useful for reasoning about how stakeholders’

goals contribute to the selection of different design alternatives. However, although i* pro-

vides mechanisms to model stakeholders and relationships between them, it should be adapted

for Web engineering, since the Web domain has special requirements that are not taken into

account in traditional requirement analysis approaches. These requirements are related to

the three main features of Web applications [13]: navigational structure, user interface and

personalization capability.

Furthermore, because of the agile nature of Web applications there is a strong link be-

tween Web requirements and testing [14]. Specifically, defining test cases is needed to avoid

erroneous implementations and deploying efficient Web applications meeting time constraints.

Therefore, i* is complemented in this paper with mockupsa and WebSpec diagrams [15]. We

have chosen these artifacts because they help to agree on UI aspects, allow the specification

of interactive Web requirements and provide automatic derivation of interactive tests to asses

that the requirements are correctly implemented.

Once the requirements are specified, the next step is to obtain the conceptual models

of the Web application (Fig. 1). To this aim, in this paper we also propose a set of QVT

(Query/View/Transformation) rules [16] within a model-driven approach. In this way, de-

signers will not have to create these models from scratch but they have a first tentative model

satisfying the requirements specification and then they only have to refine these models, sav-

ing time and development effort. Though we use the A-OOH (Adaptive Object Oriented

Hypermedia) [8] to illustrate our approach, any other Web engineering methodology could be

used by only changing the QVT transformation rules. In the cases that the conceptual models

of the Web methodology considered are based on UML, then the effort in updating the QVT

aA mockup is a sketch of the “possible” application which generally represents UI elements and helps to agree
on broad aspects of the Look and Feel of the application under development
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transformations would be minimal, since A-OOH is UML-based. In the case of using another

modeling language (different from UML), the modifications would be achievable, since all

Web methodologies share similar basic concepts.

During the aforementioned process of model refinement (see Fig. 1), it is interesting to

evaluate if the requirements and the goals specified in the i* models are being satisfied. We

propose that this model refinement is performed iteratively so that developers can tackle one

requirement at a time, thus simplifying the process and in such a way that users can perceive

the project’s progress. From a user perspective it helps to ensure that time constraints are

met and allow him to check (right after a task has been completed) if his expectations are

actually satisfied in the developed application. In this way, the user will give its feedback

during development like in agile development styles. In our approach i* models are auto-

matically evaluated by means of the interactive tests obtained from WebSpec diagrams. As a

consequence, users could look at a tagged i* model which states which goals are being satisfied

by the application under development while developers refine the models.

Fig. 1. Overview of our i*-based approach for Web application development

In [17] we have already presented our requirement analysis approach for using i* in Web

engineering. In this paper we add a detailed analysis phase to specify interactive requirements

in more depth. Also, from the elements used for requirement analysis, we add an automatic

derivation of tests to evaluate the satisfiability of the requirements during the development

process. Using our automatic evaluation method (Sect. 4) over the test results will serve to

analyze if the application under development satisfies the goals described in the i* model.

The remainder of this paper is structured as follows: our approach for requirement analysis

in Web engineering is presented in Sect. 2. In Sect. 3 we show how to trace these requirements

to a Web design model. Sect. 4 shows how the stakeholder’s goals are iteratively validated
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during the development cycle thus improving stakeholders’ feedback. Sect. 5 describes an

example of applying our approach. Sect. 6 describes related work. Finally, in Sect. 7, we

present our conclusions and sketch some future work.

2 Modeling Requirements in Web Engineering

In this section, we present an approach for modeling requirements in Web engineering. Our

approach begins capturing the needs and goals of the stakeholders (Sect. 2.1) in i* models.

Afterwards, a more detailed analysis is performed in order to capture interactive and UI

aspects using a combination between mockups and WebSpec diagrams (Sect. 2.2). While we

create the specifications in the diagrams, it is important to make explicit the relationships

between the elements of the i* model and the WebSpec diagrams in order to automatically

evaluate the satisfiability of the goals during development (this issue will be addressed in

Sect. 4 after presenting how to derive Web models in Sect. 3).

2.1 Modeling stakeholders’ needs and goals

The development of Web applications involves different kind of stakeholders with different

needs and goals. Interestingly, these stakeholders depend on each other to achieve their goals,

perform several tasks or obtain some resource, e.g. the Web administrator relies on new

clients for obtaining data in order to create new accounts. In the requirements engineering

community, goal-oriented techniques, such as the i* framework [11, 12], are useful for explicitly

analyzing and modeling these relationships among multiple stakeholders (actors in the i*

notation). The i* modeling framework provides mechanisms for representing (i) intentions of

the stakeholders, i.e. their motivations and goals, (ii) dependencies between stakeholders to

achieve their goals, and (iii) the (positive or negative) effects of these goals on each other in

order to be able to select alternative designs for the system, thus maximizing goals fulfilment.

Next, we briefly describe an excerpt of the i* framework which is relevant for the present

work. For a further explanation, we refer the reader to [11, 12]. The i* framework consists

of two models: the strategic dependency (SD) model describes the dependency relationships

(represented as ) among various actors in an organizational context, and the strategic

rationale (SR) model is used to describe actor’s interests and concerns and how they might

be addressed. The SR model (represented as ) provides a detailed way of modeling inter-

nal intentional elements and relationships of each actor ( ). Intentional elements are goals

( ), tasks ( ), resources ( ) and softgoals ( ). Intentional relationships are means-end

links ( ) representing alternative ways for fulfilling goals; task-decomposition links ( )

representing the necessary elements for a task to be performed; or contribution links (
help

hurt )

in order to model how an intentional element contributes to the satisfaction or fulfillment of

a softgoal.

Although i* provides good mechanisms to model actors and relationships between them, it

needs to be adapted to the Web engineering domain to reflect special Web requirements that

are not taken into account in traditional requirement analysis approaches, thus being able

to assure the traceability to Web design. Web functional requirements are related to three

main features of Web applications [13] (besides of the non-functional requirements): naviga-

tional structure, user interface and personalization capability. Furthermore, the required data

structures of the website should be specified as well as the required (internal) functionality
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provided by the system. Therefore, in this paper, we use the taxonomy of Web requirements

presented in [13]:

Content Requirements With this type of requirements the content that the website presents

to its users is defined. Some examples might be: “book information” or “product cat-

egories”. Other kind of requirements may need to be related with one or more content

requirements.

Service Requirements This type of requirement refers to the internal functionality the

system should provide to its users. For instance: “register a new client”, “add product”,

etc.

Navigational Requirements A Web system must also define the navigational paths avail-

able for the existing users. Some examples are: “consult products by category”, “consult

shopping cart”, etc.

Layout Requirements Requirements can also define the visual interface for the users. For

instance: “present a different style for teenagers”, etc.

Personalization Requirements We also consider personalization requirements in this ap-

proach. The designer can specify the desired personalization actions to be performed

in the final website (e.g. “show recommendations based on interest”, “adapt font for

visual impaired users”, etc.)

Non-Functional Requirements In our approach the designer can also model non-functional

requirements. These kind of requirements are related to quality criteria that the in-

tended Web system should achieve and that can be affected by other requirements.

Some examples can be “good user experience”, “attract more users”, “efficiency”, etc.

Once this classification has been adopted, the i* framework needs to be adapted to the

Web domain. As aforementioned, our proposal is presented in the context of A-OOH(Adaptive

Object Oriented Hypermedia method) Web engineering method [8], an extension of the OO-H

modeling method [2], which includes the definition of adaptation strategies.

As this approach (A-OOH) is UML-compliant, we have used the extension mechanisms

of UML to (i) define a profile for using i* within UML; and (ii) extend this profile in order

to adapt i* to specific Web domain terminology. Therefore, new stereotypes have been

added according to the different kind of Web requirements (see Fig. 2): Navigational, Service,

Personalization and Layout stereotypes extend the Task stereotype and Content stereotype

extends the Resource stereotype. It is worth noting that non-functional requirements can be

modeled by directly using the softgoal stereotype.

Finally, several guidelines should be provided in order to support the designer in defining

i* models for the Web domain.

1. Determine the kind of users for the intended Web and model them as actors. The website

is also considered as an actor. Dependencies among these actors must be modeled in an

SD model.
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Fig. 2. Overview of the UML profiles for i* modeling in the Web domain.

2. Define actors’ intentions by using i* techniques in an SR model [34]: modeling goals,

softgoals, tasks and resources, and the relationships between them.

3. Define the i* elements for the website actor and annotate tasks as navigational, service,

personalization or layout requirements. Also, annotate resources as content require-

ments. It is worth noting that goals and softgoals should not be annotated.

To show the applicability of our approach, a case study is introduced. It is based on a

company that sells books on-line. In this case study, a company would like to manage book

sales via an online bookstore, thus attracting as many clients as possible.

A couple of actors are detected that depend on each other, namely “Client”, and “Online

Bookstore”. A client depends on the online bookstore in order to “choose a book to buy”.

These dependencies are modeled by an SD model (see Fig. 3). Once the actors have been

modeled in an SD model, their intentions are specified in SR models.

The SR model of the online bookstore is shown in Fig. 3. The main goal of this actor

is to “manage book sales”. To fulfill this goal the SR model specifies that a task should be

performed: “books should be sold online”. We can see in the SR model that the first of

the tasks affects positively the softgoal “attract more users”. Moreover, to complete this task

three subtasks should be obtained: “provide book info” (which is a navigational requirement),

“provide recommended books” (which is a personalization requirement), and “search engine

for books”. We can observe that some of these tasks affect positively or negatively to the non-

functional requirement “easy to maintain”: “Provide book information” is easy to maintain,

unlike “provide recommended books” and ”use a search engine for books“. The navigational

requirement “provide book information” can be decomposed into several navigational require-

ments according to the criteria used to sort the data. These data is specified by means of

content requirements: “book”, “author” and “category”. The personalization requirement

“provide recommended books” is related to the content requirement “book” because it needs

the book information to be fulfilled. The task “search engine for books” is decomposed into
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Fig. 3. Modeling the intentional elements with i*

a couple of service requirements: “search book by title” and “search book by ISBN”, which

are also related to the content requirement “book”.

In the context of our case study the main goal of the client is to “buy books”. In order

to fulfill it, the client should be able to perform the “choose a book to buy” task. The task

“choose a book to buy” should be decomposed in several subtasks: “consult books”, “search

specific book”, “consult recommended books”. These tasks can have positive or negative

effects on some important softgoals. For example, “consult books” hurts the softgoal “reduce

selection time”.

Note that tasks of the online bookstore actor have been stereotyped according with our

profile. In this figure we can see that tasks “provide books by title”, “provide books by

author”, “provide recommended books” have been stereotyped with Navigational and that

the “search books by ISBN” task has been stereotyped with Service.

2.2 Modeling detailed interactive requirements

Because of the idiosyncrasy of Web applications, there are certain parameters that need to be

considered when they are developed (e.g. time constraints, fast evolution, etc). To efficiently

meet these parameters, it is crucial that interactive requirements are specified in more detail

and also validated in the early stages of the development process. In order to perform this

validation, requirements need to be analyzed in deeper detail, including navigation, UI and

interactive aspects which are of paramount importance in the context of Web applications.

To this aim, we propose to use mockups and WebSpec diagrams because mockups are widely

used to agree on UI aspects and WebSpec provides automatic validation of requirements

independently of the development approach used [15].

A WebSpec diagram specifies a set of scenarios that must be satisfied by the application.

In order to specify scenarios, a WebSpec diagram is composed of elements of two different

types that capture the concepts involved in interactive Web applications: interactions and

navigations (Fig. 4).
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Fig. 4. WebSpec’s basic concepts

An interaction (the counterpart of a Web page in the requirements stage) represents a

point where the user can interact with the application by using its interface objects (widgets).

Interactions have a name and may have widgets of different types such as: textfields, buttons,

radiobuttons, panels, lists, etc. They are graphically represented with rounded rectangles

containing the interaction’s name and its widgets. The set of scenarios that the diagram

specifies is obtained by following the different paths from a special interaction called “starting”

denoted with dashed lines (Fig. 4).

To improve the communication between the different stakeholders, we can associate in-

teractions with mockups and WebSpec widgets with their concrete UI elements to simulate

the application [15]. There are several tools that could be used to create mockups, such as

Balsamiqb or plain HTML. WebSpec allows using any of them as long as they provide a

unique way to locate the interface elements. As an example, Fig. 5 presents two mockups

created with Balsamiq that show how the user will search books by title and see the results

of that search. Notice that a Mockup has several labels with constant values which provide

an example of the application the we are trying to develop.

Fig. 5. “Consult books by title” mockup created with Balsamiq

To actually specify which properties must hold, we use invariants on each WebSpec in-

teraction and in case that we do not define one, it is assumed that the invariant is true (it

always hold independently of the interaction’s state). Fig. 6 shows a simplified diagram of

the “Consult books by title” of the Book store application. The diagram has 2 interactions

bhttp://www.balsamiq.com/products/mockups
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named: Home and SearchResults. The Home interaction represents the starting point of the

scenario and, for the interest of this requirement, we assume that it must have 2 widgets: a

search field and a search button. The SearchResults defines an invariant (marked with the I

icon near the interaction’s name): that states: SearchResults.title = “Search results for:” +

${productName}. It means that the contents of the title label must be equal to the concate-

nation between “Search results for:” and the value of the productName variable (denoted as

${variableName}).

Fig. 6. “Consult books by title” Webspec diagram

A navigation from one interaction to another can be activated if its precondition holds

by executing a sequence of actions such as: clicking a button, adding some text in a text

field, etc. As well as invariants, preconditions can reference variables previously declared in

the diagram. Navigations are graphically represented in the WebSpec diagrams with gray

arrows while its name, precondition and actions are displayed as labels over them. Actions

are written in an intuitive DSL conforming to the syntax: var := expr | actionName(arg1,...

argn). For example the navigation from the Home interaction to the SearchResults performs

three actions: first, it “generates” a productName (see [15] for further details of the use of

generators), then this text is typed in the search field and finally the search button is clicked.

We encourage the reader to look at [15] for further details about WebSpec.

After a diagram is created, a set of interaction tests can be derived from them [15]. These

tests execute the actions and assert properties that are obtained from the navigations and

invariants of the diagram which finally must be satisfied by the application. As the actions are

performed directly over a Web browser, they are independent of the development approach

used making the approach more appealing to be used within any Web engineering approach.

In order to evaluate the satisfiability of the i* model according to the application under

development, each of the tasks in the i* model is specified in WebSpec diagrams that will

specify the expected behavior of the application for fulfilling that task. It is worth noting that

several WebSpec diagrams can be specified for each task as they represent different scenarios

that must be satisfied. Consequently, tests derived from the diagrams are related with i*

tasks thus helping to analyze which tasks and goals are satisfied automatically.

3 Deriving Web Models

Once the requirements have been defined they can be used to derive the conceptual models

for the website. Typically, Web design methods comprise three main models to define a

Web application: a Domain model, in which the structure of the domain data is defined,

a Navigation model, in which the structure and behavior of the navigation view over the

domain data is defined, and finally a Presentation model, in which the layout of the generated

hypermedia presentation is defined. In this work, for the sake of a better understanding, the

focus is on the Domain and Navigation models.
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As aforementioned, in this paper, we consider the conceptual models of the A-OOH

methodology. Once these models are derived from the specified requirements the designer

has only to refine them, avoiding the task of having to create them from scratch.

Since the i* framework does not support generation to other design artifacts by its own,

domain-oriented mechanisms should be considered to perform this task [18]. In our approach,

the new stereotypes presented in the previous subsection allow us to prepare models for this

generation phase. We have detected several i* patterns [19] in order to define a set of QVT

transformation rules to map elements from the SR metamodel to their counterparts in the

A-OOH metamodel. They are applied with a certain order as shown in Fig. 7, where the

transformation workflow is summarized.

Requirement
analysis

Content
requirement

Content2DomainClass

Navigational
pattern

detected

Service
pattern

detected

DM
skeleton
created

Navigational
pattern

detected

Service
pattern

detected

NM
skeleton
created

yes

no

yes

no

yes

no yes

yes

yes yes

no

yes

no
no

no

Navigation2Relationship Service2Operation

Nav&Pers2NavClass

Navigation2TLink

Service2Service&SLink

Navigational
or

personalization
requirement

Fig. 7. Transformation workflow: from requirements to Web design

After analyzing and modeling the requirements of the website according to the guidelines

presented in the previous subsection, the Domain model (DM) and Navigational model (NM)

are generated from the specified requirements. Before explaining each of the derivations, we

briefly introduce the QVT language, as well as the A-OOH DM and NM so the reader can

easily follow the derivation of them.

Query/View/Transformation language Transformation between models can be defined

in a formal way by using some transformation language [20]. These formal transformations

must allow to automatically derive models assuring semantic correctness [21, 22]. Further-

more, they must be easily readable, understandable, adaptable, and maintainable [23]. To
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this aim, OMG proposes the MOF 2.0 Query/View/Transformation (QVT) language [16], a

standard approach for defining formal relations between MOF-compliant models.

QVT consists of two parts: declarative and imperative. The declarative part provides

mechanisms to define relations that must hold between the model elements of a set of candidate

models (source and target models). A set of these relations (or transformation rules) defines

a transformation between models. The declarative part of QVT can be split into two layers

according to the level of abstraction: the relational layer that provides graphical and textual

notation for a declarative specification of relations, and the core layer that provides a simpler,

but verbose, way of defining relations. The imperative part defines operational mappings that

extend the declarative part with imperative implementations when it is difficult to provide a

purely declarative specification of a relation.

In this paper, we focus on the relational layer of QVT. This layer supports the specification

of relationships that must hold between MOF models by means of a relations language. A

QVT relation (see Fig. 8) is defined by the following elements:

• Two or more domains: Each domain is a distinguished set of elements of a candidate

model (source or target model). This set of elements (denoted by a <<domain>> label,

see Fig. 8) must be matched in that model by means of patterns. A domain pattern

can be considered as a template for elements, their properties and their associations

that must be located, modified, or created in a candidate model in order to satisfy the

relation. A relation between domains can be marked as check-only (labeled as C) or

as enforced (labeled as E). When a relation is executed in the direction of a check-only

domain, it is only checked if there exists a valid match in the model that satisfies the

relationship (without modifying any model if the domains do not match); whereas for a

domain that is enforced, when the domains do not match, model elements are created,

deleted, or modified in the target model in order to satisfy the relationship. Moreover,

for each domain the name of its underlying metamodel is specified (labels M1 and M2

in Fig. 8).

• When clause: This clause specifies the condition under which the relation needs to

hold (i.e., it forms a precondition). This clause may contain arbitrary OCL (Object

Constraint Language) [24] expressions in addition to the relation invocation expressions.

• Where clause: This clause specifies the condition that must be satisfied by all model

elements participating in the relation (i.e., it forms a postcondition). This clause may

also contain OCL expressions or relation invocation expressions.

Defining relations by using the QVT language has the following advantages:

1. QVT is a standard language.

2. Relations are formally specified, and transformation engines (e.g., Borland Together

Architectc, SmartQVTd, mediniQVTe, or ATLf) can execute them automatically.

chttp://www.borland.com/together
dhttp://smartqvt.elibel.tm.fr
ehttp://projects.ikv.de/qvt
fhttp://www.eclipse.org/m2m/atl
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C E
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: TargetClass3
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Fig. 8. Example of a QVT relation.

3. Relations can be easily integrated within any Web methodology (provided that meta-

models are used).

Deriving the Domain model. The A-OOH DM is expressed as a UML-compliant class

diagram. It encapsulates the structure and functionality required of the relevant concepts of

the application and reflects the static part of the system. The main modeling elements of a

class diagram are the classes (with their attributes and operations) and their relationships.

Table 1 summarizes how DM elements are mapped from the SR model. To derive a

preliminary version of the DM we take into account two types of requirements defined in

Sect. 2 content and service requirements. We have detected several patterns in the i* models

and we have used these patterns to define several transformation rules in QVT. Specifically,

three transformation rules are defined in order to derive the DM from the SR model:

• Content2DomainClass By using this transformation rule, each content requirement is

detected and derived into one class of the DM.

• Navigation2Relationship Preliminar relations into classes are derived from the relations

among goals/tasks with attached resources by applying this rule. To generate the as-

sociations in the DM we have to detect a navigational pattern in the SR model of the

website stakeholder. In Fig. 9(a) we can see that the navigational pattern consists of a

navigational root requirement (i.e. task) which can contain one or more navigational

requirements attached. Each of the navigational requirement can have attached a re-

source (i.e. content requirement). The classes mapped from the resources we find in

such pattern will have an association relation between them. The QVT rule which

describes this transformation is shown in Fig. 10.

• Service2Operation This transformation rule detects a service pattern, i.e. a service

requirement with an attached content requirement in the SR model (see Fig. 9(b)). In

this case each service requirement is transformed into one operation of the corresponding

class (represented by the content requirement). In this QVT rule (shown in Fig. 11),

a service pattern is detected and transformed into the corresponding elements in the

target model.

Once the DM skeleton has been obtained it is left to the designer to refine it, who will

also have to specify the most relevant attributes of the classes, identify the cardinalities and
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<<content>>

<<navigational>>

<<navigational>>

<<content>>
[0..1]

[0..*]

(a) Navigational pattern

<<content>>

<<service>>

(b) Service pattern

Fig. 9. Patterns.

define (if existing) the hierarchical relationships.

Content2DomainClass(c1,dc1); Content2DomainClass(c2,dc2);
SameNavigationOrigin(c1,c2);

when

Navigation2Relationship

<<domain>>

: Class
name=n_c1

c1: Content

<<domain>>

: Class
name=n_c2

c2: Content

AOOHi*

C E

<<domain>>

:Association

: Property

dc1: Class

name=n_c1

dc2: Class

name=n_c2

: Property
ownedEnd ownedEnd

class class

Fig. 10. QVT transformation rule for the navigation pattern

After the preliminary DM is created, a skeleton of the NM is also derived from the specified

requirements. This diagram enriches the DM with navigation and interaction features. It is

introduced next.

Deriving the Navigational model. The A-OOH Navigational model is composed of Nav-

igational Nodes, and their relationships indicating the navigation paths the user can follow

in the final website (Navigational Links).

There are three types of Nodes: (a) Navigational Classes (which are view of the domain

classes), (b) Navigational Targets (which group the model elements which collaborate in

the fulfillment of every navigation requirement of the user) and (c) Collections (which are

(possible) hierarchical structures defined in Navigational Classes or Navigational Targets.

The most common collection type is the C-collection (Classifier collection) that acts as an

abstraction mechanism for the concept of menu grouping Navigational Links). Navigational
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AOOHi*

C E

Content2DomainClass(c,dc);

when

Service2Operation

: Class
name=n_s

: Class

: Property

opposite

: Operation
name=n_s

dc : Class

<<domain>>

ownedOperation

: Property

<<domain>>

s : Service

c: Content

extension_Service

extension_Class

extension_Class

extension_Content

Fig. 11. QVT transformation rule for the service pattern in the DM

Table 1. Derivation of the Domain model

i* element A-OOH element
Content Requirement Class
Service Pattern Operation
Navigational Pattern Association between classes

Links (NL) define the navigational paths that the user can follow through the system. A-OOH

defines two main types of links: Transversal links (which are defined between two navigational

nodes) and Service Links(in this case navigation is performed to activate an operation which

modifies the business logic and moreover implies the navigation to a node showing information

when the execution of the service is finished).

To derive the NM we take into account the content requirements, service requirements

and the navigation and personalization requirements. We also take into consideration the

detected patterns (see Fig. 9) in order to develop several QVT transformation rules. In Tab. 2

we can see a summary showing how the different requirements are derived into elements of

the NM. In the right part of Fig. 7 we can see the different transformation rules that are to

be performed in order to derive a preliminary Navigation model. In this case we also define

three transformation rules:

• Nav&Pers2NavClass By using this rule, a “home” navigational class is added to the

model, which is a C-collection representing a Menu grouping navigational links. From

each navigational and personalization requirement with an associated content require-

ment a navigational class (NC) is derived. From the “home” NC a transversal link is

added to each of the generated NCs.

• Navigation2TLink This rule checks the navigational pattern, if it is detected, then a

transversal link is added from the NC that represents the root navigational requirement

to each of the NCs representing the associated navigational requirements.

• Service2Service&SLink Finally, the service pattern is checked by applying this transfor-
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Table 2. Derivation of the Navigation model

i* element A-OOH element
Navigation and Personalization Requirements Navigational Class
Navigation Pattern Transversal Links
Service pattern Operation + Service Link

with a target Navigational
Class

mation rule. If a service pattern is found, then an operation to the class representing the

resource is added and service link is created from each of the operations, with a target

navigational class which shows the termination of the service execution. The QVT rule

which describes this transformation is shown in Fig. 12.

AOOHi*

C E

Navigation2NavClass(c,nc); Personalization2NavClass(c,nc);

when

Service2Service&SLink

: Class
name=n_s

: Class

: Property

opposite

: Property

<<domain>>

s : Service

c: Content

extension_Service

extension_Class

extension_Class

extension_Content

: Operation
name=n_s

<<domain>>

ownedOperation

: Class nc: NavigationalClass

extension_NavigationalNode

:Association

: Property

: Class

: Property

ownedEnd

class

<<domain>>

:ServiceLink
extension_NavigationalLink

extension_Association

: NavigationalClass

extension_NavigationalNode

extension_Class

name=n_s+’_CLASS’

Fig. 12. QVT transformation rule for the service pattern in the NM

Finally, the derived NM could be refined by the designer in order to specify complementary

elements for the desired navigation paths.

4 Automatic Goal Evaluation

In order to automatically evaluate whether the goals defined in the i* model for Web appli-

cations are satisfied by the application, our approach extends the approach presented in [25]

where manual or semi automatic evaluation of general i* models is described. In that work,

every task in the i* models is tagged with one of these possible labels:

• Satisfied (4): the element is satisfied.

• Partially Satisfied ( ·4): represents the presence of evidence which is sufficient to satisfy

an element.
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• Partially denied (7· ): represents the presence of negative evidence to satisfy an element.

• Denied (7): has evidence that the element is not satisfied.

• Conflict ( ): indicates the presence of both positive and negative evidence of roughly

the same strength.

• Unknown (
·

?): represents the situation where there is evidence, but its effect is unknown.

• None: lack of any label.

Once an initial configuration of labels are set, an algorithm is executed to evaluate which

goals are satisfied. This algorithm consists of propagating the labels that are given to the

initial elements to the other elements. The algorithm is iterative and may require the inter-

vention of the user if we can not decide the resulting label value.

Our evaluation of i* models is done by using WebSpec diagrams to generate a set of test

cases. In this way, an initial configuration of labels is obtained from test cases in order to

verify and validate Web requirements. Our approach has a clear advantage: when users are

involved in the development process of Web applications they want to know which goals are

being satisfied while the application is under development (periodically, e.g. every hour). Our

approach provides this automation without imposing any overhead to the development team.

In our i* models for Web requirements, the actor that represents the Web application

may have several tasks (of course, every task can be further decomposed in other tasks). For

some of these tasks, WebSpec diagrams and mockups have been developed (by following the

process shown in Sect. 2.2) so that we specify in more detail the behavior of the application

and agree on broad aspects of the UI before the development begins. By using WebSpec

features we automatically derive a set of interaction tests from the diagrams. These tests will

assess if the application correctly implements the requirements that they express. Thus, there

is a transitive relationship between Goals ↔ Tasks ↔ WebSpec diagrams ↔ Interaction tests.

Indeed, if every test that is transitively related with a specific task is satisfied, then we can

say that the task is satisfied too.

Our process for automatically giving initial labels to elements of our i* models for Web

requirements (assuming that we have a specific version of the application, an i* model, and

WebSpec diagrams and their associations) is as follows:

1. Each test (ti) associated with a WebSpec diagram (WS) is run. If it passes then the

edge (wi) that links the diagram and the test as a weight of 1, otherwise 0.

2. A WebSpec diagram is Y% satisfied where Y =

∑
z

i=1
wi

z
and z is the size of tests that

WS has.

3. A task (T ) is X% done where X =
∑x

j=1
hj ∗Y%, x is the number of diagrams associated

with T , hj is a weight defined (only once per diagram) such that
∑x

j=1
hj = 1.

Once the initial labels are set, we can reuse the i* evaluation framework presented in [25]

to automatically evaluate if the goals are satisfied based on the generated tags. However,

tasks can now represent a percentile (instead of completely satisfied, partially satisfied, etc.)
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thus we need to provide a mapping between our percentiles and the labels used to applied

the algorithm. For example, we can define the following policy (note that the values for X,

Y, and Z depend on the application under development and the actual characteristics of the

project.):

• None: initial tag.

• None: if all the tests of a task have been failing since the beginning of the process.

• Satisfied: if the percentile of tests passed is > X%.

• Partially Satisfied: if the percentile of the tests passed is between X% and Y%.

• Partially Denied: if the percentile of the tests passed is between Y% and Z%.

• Denied: if the percentile of tests passed is < Z%.

One of the main advantages of our approach is that i* models are evaluated for Web

engineering in an objective and straightforward manner, thus avoiding the problem of deciding

if a task has been performed or not. Also, it is lightweight and does not impose any overheads

during development. In the following section we show our approach in action in our case of

study.

5 Sample Application of our Approach

In the next subsections we explain our process described in Fig. 1 by means of an example

based on the i* model defined in Sect. 2.1 (see Fig. 3). We show how we specify in detail a

specific requirement (Sect. 5.1), then a set of models is obtained (Sect. 5.2) which need to

be refined. During the refinement process we can evaluate if our models satisfy the tasks by

running the tests and evaluating their results (Sect. 5.3).

5.1 Detailed requirement specification

For the sake of understandability, we will show the mockups and diagrams corresponding to

the “provide books by category” task. As shown in Fig. 13 the mockup for this task adds a

combo-box in the home page that the user can change to filter the books according to the

selected category. Also, the mockup shows its corresponding title and how many books have

been found.

Fig. 13. “Provide books by category” mockup
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In Fig. 14 we show a WebSpec diagram that specifies this scenario. Basically, the user

starts being located in the Home page and can choose a category from a list of categories.

After the user selects the category it should navigate to a different page that contains the

title and a list of items. The invariant of this interaction is as follows: CategoryResult.title =

“Books of ” + ${category} && CategoryResult.bookSize > 0. The invariant states that the

title should be valid according to the selection we have done on the previous combo-box and

that there should be at least 1 product in the list.

Fig. 14. “Provide books by category” WebSpec diagram

5.2 Generation of Domain and Navigational Models

In Fig. 15 we can see the Domain model which has been derived from the specified require-

ments. As explained in Sect. 3, to derive the Domain model we take into account the content

and service requirements as well as the existence of service or navigational patterns. In this

case we can see that five domain classes are created by applying the Content2DomainClass

transformation rule: one class is generated for each content requirement specified in the SR

model. Moreover, we detect three service patterns (see Fig. 9(b)), so operations are added

to the classes client, cart and book by executing the Service2Operation rule. Finally we de-

tect that the Provide Book Info requirement follows the navigational pattern as we can see

in Fig. 9(a). In this case the rule Navigation2Relationship adds associations among all the

resources found in this pattern. The generated Domain model is shown in Fig. 15.

Fig. 15. Generating a Domain model

In the case of the Navigational model, the rule Nav&Pers2NavClass is performed adding a

home page with a collection of links (i.e. menu). Afterwards, one NC is created for each nav-
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igational and personalization requirement with an attached resource, in this case we have five

NC created from navigational and personalization requirements. From the menu, a transversal

link to each of the created NCs is added (L1 to L4).

The next step consists in checking the navigational and service patterns. In this example,

we find a navigational pattern (see Fig.9(a)) where we apply the Navigation2TLink trans-

formation creating a transversal link from the NCs created by the associated navigational

requirements, to the NC that is represented by the root navigational requirement. In this

case two links are added: L5 and L6.

Finally, as we are referring to the website stakeholder, we find three service patterns from

which the operations of the NCs books and cart are added and the service links L7, L8 and

L9 are created with an associated target NC by applying the Service2Service&SLink.

Fig. 16. Generating a Navigation model

5.3 Goal Evaluation

After we obtain and refine the models for our example, our evaluation algorithm should be

applied. For our example, we have set X = 80%, Y = 60% and Z = 40%.

In our sample scenario up to 9 tests of 10 of a WebSpec diagram associated with the

“provide books by title”, “provide books by category”, and “provide books by author” tasks

are satisfied and only 1 test of 4 of a WebSpec diagram associated with the “provide recom-

mended books” task is satisfied. Following the previously defined policy, the “provide books

by title” task is satisfied and the “provide recommended books” is not satisfied (25% of the

test passed). A sample of the i* model already evaluated with a starting configuration of

labels from our test cases are shown in Fig. 17 (starting labels are given to the tasks in grey).

To sum up, if we implement the Web application by taking into account these test cases, then

we will obtain an application that achieves the softgoal“easy to maintain” but neglects the
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main goal “Book sales be managed” (deduced by applying the algorithm in [25]).

ONLINE
BOOKSTORE

SELL
BOOKS
ONLINE

ATTRACT
MORE USERS

BOOK

CATEGORY

AUTHOR

EASY TO
MAINTAIN

PROVIDE
BOOK INFO

PROVIDE
BOOKS BY
AUTHOR

PROVIDE
BOOKS BY
CATEGORY

PROVIDE
RECOMMENDED

BOOKS

PROVIDE
BOOKS BY

TITLE

SEARCH
BOOK BY
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SEARCH
BOOK BY

TITLE

SEARCH
ENGINE FOR

BOOKS
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SALES BE
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help
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hurt

<<navigational>>

<<navigational>>
<<navigational>>

<<personalization>>

<<service>>
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<<navigational>>

4

7
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·
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Fig. 17. The result of evaluating the i* model after running the tests

5.4 Implementation Framework

The presented approach has been implemented by using the Eclipse development platformg.

Eclipse is a framework which can be extended by means of plugins in order to add more

features and new functionalities. A plugin that supports both defined UML profiles for i* has

been developed. This new plugin implements several graphical and textual editors. Fig. 18

shows an overview of the tool: the palette for drawing the different elements of i* can be seen

on the right-hand side of the figure, while a sample SR model is shown in the center of the

figure. Generation rules are also being defined and tested in our prototype.

Implementation of our Web requirements i* model. Our implementation of the i*

framework for Web requirements consists of a UML profile which incorporates a number of

taxonomic features that enable Web requirements specification. With the implementation of

this UML profile has been possible to implement the i* framework in Web to model the needs

and expectations of the stakeholders of the Web application. The special features incorporated

into the i* framework have allowed that elements of the model can be stereotyped using the

requirements taxonomy presented in Sect. 2.

Implementation of A-OOH domain model. The domain model in A-OOH is repre-

sented by an UML class diagram, for this reason we have implemented the UML 2.0 meta-

model using the Eclipse facilities to represent only the elements necessary to establish a UML

class diagram.

Implementation of A-OOH navigational model. The A-OOH navigational metamodel

represents the key to the derivation of the navigational model. The implementation was

developed using UML profiles.

ghttp://www.eclipse.org



322 An i*-based Approach for Modeling and Testing Web Requirements

Fig. 18. Screenshot of our prototype

Implementation of the QVT transformation rules. Throughout the paper, QVT has

been used as a language for formalizing transformations between models, thus ameliorating

the understandability of the transformation process. However, once the transformations have

been modeled, they have to be implemented. To this aim, the QVT transformation rules

presented above has been implemented using the mediniQVT transformation engine.

Integration with WebSpec. The i* plugin can be easily used together with the WebSpec’s

Eclipse plugin, thus allowing us to seamless integrate the i* model and the WebSpec diagrams.

In Fig. 19 a screenshot of this plugin is shown.

Fig. 19. WebSpec’s Eclipse plugin
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6 Related Work

Few approaches have focused on defining an explicit requirement analysis stage to model user

needs. We can stress the following:

NDT [13] considers a complete taxonomy for the specification of Web requirements. It

allows to specify requirements by means of use cases diagrams and templates. It uses a

different template for each requirement type they consider, so requirements and objectives

are described in a structured way. UWE [7] also describes a taxonomy for requirements

related to the Web. It proposes extended use cases, scenarios and glossaries for specifying

requirements. WebML [5] also proposes the use of use case diagrams combined with activity

diagrams and semi-structured textual description. WSDM [3] is an audience driven approach

in which they do a classification of the requirements and the audience. These classes are

represented with a diagram in which they are related. Then they are modeled into detail

in a Task model using concurrent task trees. OOHDM [26] captures the requirements in

use case diagrams. They propose the use of UIDs (user interaction diagrams) for defining

the requirements related to navigation which are derived from the Use cases. OOWS [27]

focuses on the specification of tasks. They extend the activity diagrams with the concept of

interaction point to describe the interaction of the user with the system.

Furthermore, generation of conceptual models from the requirements is an important issue

to bridge the gap between users’ needs and Web design. To the best of our knowledge, there

are two approaches that support this in some way: OOWS provides automatic generation of

(only) navigation models from the tasks description by means of graph transformation rules,

while NDT [28] defines a requirement metamodel and allows to transform the requirements

model into a content and a navigational model by means of QVT rules. Our approach for

deriving conceptual models resembles NDT since we have also adopted QVT in order to obtain

design artifacts from Web requirements, but we have kept the benefits of the i* framework

by means of the defined profiles and patterns.

However, some of these approaches present the following drawbacks: (i) they do not take

into consideration a complete taxonomy of requirements which is suitable in Web applications,

or (ii) they consider non-functional requirements in an isolated manner, or (iii) they mainly

focus on design aspects of the intended Web system without paying enough attention to

Web requirements. Furthermore, none of them perform the analysis of the users’ needs.

Requirements are figured out by the designer, it may be needed to re-design the website after

doing usability and satisfaction tests to the users. Modeling users allow us ensuring that

the Web application satisfies real user needs and goals and the user is not overwhelmed with

functionalities that he does not need or expect and he does not miss functionalities that were

not implemented.

To the best of our knowledge, the only approaches that use goal oriented techniques have

been presented in [29, 30]. They propose a complete taxonomy of requirements for the Web

and use the i* notation to represent them. Unfortunately, they do not benefit from every

i* feature, since they only use a metamodel that has some of its concepts, e.g. means-end,

decomposition or contribution links from i* are not specified in the approach presented in [29].

Our approach not only benefits from i* features but also used with mockups and WebSpec

diagrams can provide automatic evaluation of its models. This feature is extremely important

to get feedback during the development process of a Web application.



324 An i*-based Approach for Modeling and Testing Web Requirements

On the other hand, in a goal-oriented requirement engineering approach, goal evaluation

is important to check whether the goals and needs of the stakeholders are satisfied. Specially

in the Web engineering field, where the continuos participation of the stakeholders during the

process is vital to obtain feedback. There are some approaches that have goal evaluation such

as the NFR Framework [31]. In this framework qualitative labels are propagated throughout

a Softgoal Interdependency Graph (SIG), and similar to the goal evaluation procedure of [25],

the user must resolve the conflicts [31]. In [32] there are some guidelines on how to extend this

procedure to be used with i*. Despite this procedure could be applied to i* models, it should

be adapted to be used to provide feedback to stakeholders. The resolution of conflicts and

the integration with late requirement analysis artifacts like WebSpec are the main drawbacks

we have found. Our approach integrates seemless with a detail requirement analysis and

provides an automatic way of evaluating if the goals are been satisfied by the application

under development.

GRL [33], a variant of i*, has a fully automated evaluation method but does not allow

to make decisions in the presence of conflicting, partial or unknown information. The hard-

coded rules used to resolve softgoals often result in the proliferation of conflicts or partial

values. Moreover, this approach should be adapted to Web engineering to provide automatic

generation of the models and automatic requirements validation as shown in this paper.

7 Conclusions and Future Work

Websites require special techniques for requirement analysis in order to reflect, from early

stages of the development, specific needs, goals, interests and preferences of each user or

user type. However, Web engineering field does not pay the attention needed to this issue.

We have presented a goal oriented approach on the basis of the i* framework to specify

Web requirements. It allows the designer to make decisions from the very beginning of the

development phase that would affect the structure of the envision website in order to satisfy

users.

We have improved the requirements phase by complementing i* models with mockups and

WebSpec diagrams to provide a more detailed analysis of interactive requirements. Also, a

first version of the domain and navigational models are obtained from the i* model allowing

developers to have a starting point for model refinement. During the refinement process, users

can observe and provide feedback of the progress by looking at the automatic evaluation of the

i* model. This evaluation is performed by executing the automatic derived tests, generated

from WebSpec, against the application under development.

Our short-term future work consists of completing the transformation rules in order to

obtain the rest of the A-OOH models (i.e. presentation and personalization models). Finally,

as long-term future work we plan to carry out a set of experiments to measure the effectiveness

of our proposal.
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